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## 1はじめに

GPUは、Vircon32コンソールのビデオチップです。画面上に表示されるすべてのものを描画します。これを行うには、BIOSとカートリッジの両方に含まれるテクスチャを使用し、基本的なグラフィカル効果を適用します。

このグラフィックスチップは非常にシンプルです。GPUが画面上で描画できるアクションは、次の2種類のみです。

* 一定の色で画面をクリアすることができます。
* 使用可能なテクスチャの1つから領域を画面上に描画できます。

どちらも、プロセッサから要求された描画コマンドとして実行されます。これ以外にも、これらのアクションに適用できるグラフィカル効果がいくつかあります。これらについては、後のセクションで説明します。

## 外部接続×2

GPUはコンソールを構成するチップの1つであるため、単独で動作することはできません。この図は、GPUと他のコンポーネントとのすべての通信を示しています。図に示すように、GPUには、含まれるイメージをテクスチャとして使用できるように、使用可能なすべてのビデオROMへの接続があります。明確にするために、仕様のパート2のコンソール図では、意図的にこれらの接続を省略していることに注意してください。

これらの各接続については、以下のセクションで個別に説明します。

### 2.1コントロール信号

すべてのコンソールコンポーネントと同様に、GPUはリセット、新しいフレーム、新しいサイクルの信号を受信します。これらの信号に対する応答は、このドキュメントのセクション12に詳述されています。

### 2.2制御バス

GPUは、デバイスID=2のスレーブデバイスとしてコントロールバスに接続されています。これにより、バスマスタ(CPU)は、GPUによって公開されるコントロールポートでの読み取りまたは書き込み操作を要求できます。GPUポートのリストとそのプロパティについては、後のセクションで詳しく説明します。

### 2.3 BIOSチップ

常に存在するBIOSには、1つのイメージだけを含むビデオROMが含まれています。GPUは、ID=-1のテクスチャスロットを介してそのイメージにアクセスできます。

### 2.4カートリッジコントローラ

BIOSと同様に、GPUは、IDが0～255のテクスチャスロットを介して、カートリッジ内に存在する任意のイメージにアクセスできます。ただし、カートリッジが存在しない可能性があるため、接続ではカートリッジコントローラをプロキシとして使用する必要があることに注意してください。また、カートリッジが接続されている場合でも、それぞれに異なる数のイメージ(0～256)を含めることができます。

### 2.5表示

フレームごとに、描画が完了すると、GPUは結果をディスプレイに送信して表示できるようにする必要があります。これはビデオ出力接続を介して行われます。セクション11では、この出力がどのように行われるかについて説明します。

## 3作業コンセプト

GPUのグラフィック機能またはグラフィック機能に影響を与える内部変数を説明する前に、GPUの基礎となる一連の基本概念を示す必要があります。

### 3.1ピクセルとカラー

GPUによって処理されるビデオ情報の最小単位はピクセルであり、これは画面またはテクスチャのいずれかの単一の個別の位置を表します。すべてのピクセルは、仕様のパート2ですでに文書化されているように、単一の32ビットRGBAカラーとして表されます。

### 3.2図面バッファ

描画バッファは、画面と同じサイズ(640 x 360ピクセル)のピクセルの矩形2D配列です。各ピクセルは、左上隅からの位置((0,0)から(639,359))で識別されます。

GPUは、このバッファを画面自体のプロキシとして使用します。描画バッファの内容は、GPUグラフィック操作のたびに変更され続けます。その後、新しいフレームごとに、ビデオ出力信号が描画バッファの現在の内容で更新され、最後のフレームからの変更が表示されます。全体として、画面バッファを介したGPUの操作は次のようになります。

ピクセルのアルファコンポーネントは、描画バッファにカラーをブレンドするプロセスのために、描画操作中にのみ使用される必要があることに注意してください。この後、描画バッファ自体は、そのピクセルのアルファコンポーネントを格納する必要はありません。描画フォーマットのピクセルフォーマットが32ビットを使用するか、アルファを省略した24ビットのみを使用するかを決定するのは、実装次第です。いずれの場合も、描画バッファ内のピクセルは常に完全な不透明度(アルファ=255)であると想定できます。

### 3.3 GPUテクスチャ

GPUテクスチャは、1024 x 1024ピクセルの固定サイズを持つ正方形の2Dピクセル配列です。テクスチャ内のピクセルの座標は、左上隅のピクセル(0,0)から始まります。画面をクリアする以外に、すべてのGPU描画操作では、描画にテクスチャを使用する必要があります。

GPUは、番号付きのテクスチャスロットの配列を使用して、使用可能なテクスチャを識別し、アクセスします。カートリッジで使用できるスロットは256個あり(テクスチャIDは0～255)、BIOSテクスチャ用にID=-1の追加スロットがあります。

### 3.4ビデオROMへの接続

GPU自体にはテクスチャが含まれていないため、BIOSおよびカートリッジに格納されているイメージを、それぞれのビデオROMに接続して読み取る必要があります。ビデオROMは、一連のイメージを含む読み取り専用のメモリ領域です。これらの各イメージは、1 x 1ピクセルからGPUテクスチャサイズまで、任意の幅と高さを持つことができます。

N個のイメージを含むカートリッジが接続されると、ID=0からの最初のN個のスロットが各イメージに順番に割り当てられます。ID=255までの残りのスロットは使用されず、アクセスできなくなります。ID=-1のスロットはBIOSイメージに割り当てられます。BIOSイメージは存在し、一意であることが保証されます。

この接続プロセスは、新しいカートリッジが挿入されるたびに発生します。ただし、Vircon32システムでは、カートリッジはコンソールの電源がオフのときにのみ挿入できます。したがって、実装では、GPUがこの接続を確立するために必要な手順を、次にコンソールの電源がオンになるまで遅らせることが安全です。

ビデオROMへの接続を確立し、それらのイメージを見つけて読み取る方法を決定するのは実装次第です。たとえば、接続時にビデオROM内のすべてのイメージを事前に読み取ることができます。もう1つのオプションは、イメージへのポインタを保持し、GPUがその場でピクセル値を読み取るようにすることです。

#### イメージを拡張する

前述したように、GPUテクスチャは固定サイズです。ただし、スロットはそれぞれ異なるサイズのイメージからピクセルを読み取ります。この問題を解決するために、各テクスチャスロットは、サイズを1024 x 1024に自動的に拡張し、残りのピクセルを空(つまり、4つのコンポーネントが0)と見なすことによって、割り当てられたイメージをGPUテクスチャとして使用できるように適応させます。拡張は右下で行われるため、すべてのピクセルの座標が保持されます。

この図は、ビデオROMに格納されているイメージが空のピクセルでどのように拡張されるかを示しています(わかりやすくするために灰色で示しています)。

繰り返しになりますが、イメージを読み取って拡張するためにテクスチャスロットによって使用される方法(ピクセルマッピング、内部コピー、ハードウェア接続など)も、実装次第です。

### 3.5テクスチャ領域

GPUテクスチャは画面よりも大きいため、GPUはテクスチャを直接操作しません。代わりに、各テクスチャ内に一連の区切り領域を定義して、GPU描画関数がテクスチャを操作できるようにすることができます。

各テクスチャに領域を定義すると、Vircon32プログラムでは、複数のイメージを1つのテクスチャの一部としてグループ化することで、テクスチャをより効率的に使用できるようになります。この方法の例を次の例に示します。

テクスチャ領域はテクスチャの長方形の部分で、次の図に示すように、3つのピクセルの座標によって定義されます。ピクセル1と2は領域の境界を定義し(両方とも領域に含まれます)、一般にホットスポットと呼ばれるピクセル3は、描画時に領域を画面に配置するための参照として使用されます。ホットスポットは領域の境界の外側に配置できます。

### 3.6選択されたエレメント

GPUは、グラフィックエレメント(テクスチャおよび領域)をセットに編成しますが、通常は、各セットの1つのエレメントのみを使用して動作します。

#### 選択されたテクスチャ

割り当てられたすべてのテクスチャスロットは、このイメージに示されているように、使用可能なテクスチャIDの連続した範囲を形成します。ただし、使用可能なテクスチャのうちアクティブになるのは常に1つだけです。描画時またはその他の機能の使用時に使用するテクスチャを決定するために、GPUは常にそれらのIDの1つを「選択済み」と見なします。デフォルトで選択されるテクスチャはBIOSテクスチャです。これは、常に存在することが保証されている唯一のテクスチャであるためです。

#### 選択された領域

割り当てられた各テクスチャスロットには、4096の設定可能な領域があり、領域ID 0～4095を使用してアクセスできます。これらはすべて、プログラムで値が定義されていない場合でも、常に存在し、使用可能であることに注意してください。テクスチャと同様に、GPUは常に領域IDの1つを「選択された」と見なし、GPU機能で使用される領域を決定します。ただし、このパラメータはグローバルであり、各テクスチャに対して異なる選択領域はありません。

## 4図形描画機能

導入セクションで説明したように、GPUが画面に描画できる方法は2つしかありません。画面をクリアする方法とテクスチャ領域を描画する方法です。このセクションでは、これらの機能がどのように実行されるかについて基本的な説明を行います。

ただし、グラフィック機能の実行方法の詳細については、コマンドの実行に関するセクションで後述します。また、特定の修正効果を適用することは可能ですが、この説明では基本的な修正されていないバージョンについてのみ説明します。

### 4.1画面のクリア

画面をクリアすると、描画バッファのすべてのピクセルに単色(クリアカラー)が適用されます。画面をクリアすることは最も簡単な機能です。テクスチャにアクセスせずに動作し、グラフィック効果を使用して修正することはできません。

### 4.2テクスチャ領域の描画

GPUは、描画バッファ上の現在使用可能なテクスチャ領域を描画できます。その領域を配置する場所を決定するために、ピクセル座標で指定された描画位置を使用します。領域は、そのホットスポットまたは参照ポイントがその描画位置に配置されるように描画されます。

例えば、描画位置が画面の中心(画素320,180)である場合、先に定義したサンプル領域の基準点は、以下の例のようにこれらの座標に一致するように作成されます。

## 5グラフィック効果

柔軟性を高め、より高度なグラフィック機能を実現するために、さまざまな種類の効果をGPU描画機能に適用できます。これらの効果を有効にすると、描画機能の動作方法が変更されるため、画面に表示される結果が変わります。

### 5.1スケーリング効果

テクスチャ領域を描画するときに、領域のX軸とY軸に沿ってスケーリング係数を適用するようにGPUに指示することもできます。その結果、出力矩形はそれに応じてスケーリングされ、ホットスポットの位置が保持されます。このエフェクトの例は次のようになります。

### 5.2回転エフェクト

テクスチャ領域を描画するときに使用できるもう1つのオプションの効果は、回転角度を適用することです。描画された領域はホットスポットを基準に回転され、画面上の位置が保持されます。回転された領域の例を次に示します:

### 5.3色の乗算エフェクト

この効果は、領域が描画されるときに常に適用されます。描画されるすべてのピクセルのカラーコンポーネントは、最初に単一の指定されたカラー(乗算カラー)で乗算されます。乗算カラーの効果はフィルタの効果です。フィルタは、画面に描画される前に、すべての領域ピクセルの4つのカラーコンポーネントを調整します。この効果は、OpenGLでglColor関数を使用する場合と同じです。

この効果の例として、(0,255,255,255)の乗算カラーを使用すると、描画領域の赤コンポーネントが削除されますが、その他のコンポーネントは保持されます。画面に表示される視覚効果は次のようになります。

描画される色を変更する方法の式は次のとおりです。

描かれたR=(描かれたR\*乗算R)/255

描かれたG=(描かれたG\*乗算G)/255

描画されたB=(描画されたB\*乗算B)/255

描画されたA=(描画されたA\*乗算A)/255

各成分の変調効果は、これらの式が比率として記述されている場合、よりよく視覚化できます。作図X\*(X/255を乗算)ただし、一部の実装では、この操作の順序によって結果が正しくない場合があることに注意してください。

乗算カラーが完全に不透明な白の場合、描画されたカラーには影響しません。これはデフォルトであるため、実際にコンソールが起動すると、この効果は「無効」と見なされます。

## 6カラーブレンディング

カラーブレンディングは、描画バッファからいくつかのピクセルに新しい色を描画するために使用されるプロセスです。Vircon32グラフィックスは基本的な透明度と照明効果をサポートしているため、このプロセスを定義する必要があります。このようなグラフィックシステムでは、新しい色を描画することは、描画された色が単に前のピクセル色を置き換えることを意味するとは限りません。代わりに、異なる方法で前のピクセル色に依存する場合もあります。

GPUは3種類のカラーブレンディングモードをサポートしています。任意の時点で3つのモードのいずれかがアクティブになり、実行されたグラフィック機能はそのモードを使用して描画バッファに描画されます。次の図は、3つのモードがどのようなものかを簡単に示しています。

### 6.1アルファブレンディング

これがデフォルトの描画モードです。アルファチャンネルを考慮して背景の透明度のレベルを決定しながら、カラーをそのまま描画します。最も基本的な形式(完全な不透明度、透明度なし)では、その効果は次のようになります。バッファカラー=描画カラーアルファを考慮に入れると、効果は次のように調整されます。

バッファR=(描画されたR\*描画されたA+バッファR\*(255-描画されたA))/255

バッファG=(描画G\*描画A+バッファG\*(255-描画A))/255

バッファB=(描画されたB\*描画されたA+バッファB\*(255-描画されたA))/255

結果はすでに[0-255]の範囲内にあるため、クリッピングは必要ありません。完全に透明な描画色は変更されません。

### 6.2添加配合

このモードは、カラーを明るくし、ライトエフェクトを生成するために使用されます。最も基本的な形式(完全な不透明度)では、その効果は次のようになります。バッファカラー+=描画カラーをクリックし、[0-255]にクリップします。アルファチャンネルを追加すると、エフェクトは次のように調整されます。

バッファR=バッファR+(作図R\*作図A)/255

バッファG=バッファG+(描かれたG\*描かれたA)/255

バッファB=バッファB+(描画されたB\*描画されたA)/255

結果として得られる3つのRGBコンポーネントは、最大255に制限されます。描画される色が黒または完全に透明の場合、変更は生じません。この描画モードは、多くの描画プログラムで「加算」または「リニアドッジ」と呼ばれるレイヤーモードに類似しています。

### 6.3減算ブレンディング

このブレンドは、色を暗くし、シャドウ効果を生成するために使用されます。最も基本的な形式(完全な不透明度)では、その効果は次のようになります:バッファカラー(Buffer Color)**-**=描画色をクリックし、[0-255]にクリップします。アルファチャンネルを追加すると、エフェクトは次のように調整されます。

スクリーンR=スクリーンR-(描かれたR\*描かれたA)/255

スクリーンG=スクリーンG-(描かれたG\*描かれたA)/255

スクリーンB=スクリーンB-(描かれたB\*描かれたA)/255

結果として得られる3つのRGBコンポーネントは、最小0に制限されます。描画される色が黒または完全に透明の場合、変更は生じません。この描画モードは、多くの描画プログラムで「減算」または「差分」と呼ばれるレイヤーモードに類似しています。

## 7 GPUパフォーマンス

GPUは、そのパフォーマンス制限を確立しない限り、完全には定義されません。このGPUの場合、パフォーマンスは描画されるピクセルの量の概算に基づいています。GPUの各フレームには、全画面の9倍の描画容量が許可されます。これは、1920 x 1080ピクセルの1つの全画面と同じピクセル量です。

### 7.1描画画素の計算

有効な描画操作要求を受け取った後にGPUが最初に実行する必要があるのは、描画されるピクセル数の簡易推定を実行することです。

clear screenコマンドの場合、描画されるピクセルの量は常に1フルスクリーン=640 x 360ピクセルです。領域を描画する場合、計算プロセスは次の手順に従います。

1. 次の値を計算します。「有効幅」次のようになります。まず、テクスチャピクセルの領域幅を取得します。スケーリングが適用されている場合は、それにXのスケーリング係数を掛けます。次に、絶対値を取得し、結果が画面幅より大きい場合は、640ピクセルに制限します。
2. 次の値を計算します。「有効高さ」:次のようになります。最初にテクスチャピクセルの領域の高さを取得します。スケーリングが適用されている場合は、それにYのスケーリング係数を乗算します。次に絶対値を取得し、結果が画面の高さより大きい場合は、360ピクセルに制限します。
3. 最後に計算"描画されたピクセル"「有効幅」x「有効高さ」

この計算では、領域の描画位置と回転角度が無視されることに注意してください。これは、画面の外側にある領域の部分も描画されたピクセルとしてカウントされることを意味します。ただし、この不正確さにより、計算プロセスが大幅に簡素化される場合があります。

### 7.2異なる運用のパフォーマンス要因

すべての操作がGPUにとって同じようにコストがかかるわけではありません。これをモデル化するには、実行される操作に応じて、描画されるピクセルの数が次の要因によって変更されます:

* + 画面をクリアする場合:-50%
  + 尺度を適用して領域を描画する場合:+15%
  + 回転を適用して領域を描画する場合:+25%  
    (スケーリングと回転の両方が適用される場合、組み合わされた係数は+40%です)

乗算カラーやカラーブレンディングの適用などのカラー処理操作は、パフォーマンスに影響せず、関連する要因もないことに注意してください。

### 7.3コマンドのパフォーマンスをチェックする

受信したコマンド要求に対して描画するピクセル数を決定した後、GPUはその量を現在の残りのピクセルと比較します。

* このフレームに描画操作に十分な残りのピクセルがある場合は、コマンドが実行され、計算に従って残りのピクセルが削減されます。
* 逆に、現在の残りのピクセルが操作に十分でない場合、GPUは代わりに残りのピクセルを-1に設定し、コマンドを実行しません。現在のフレーム内で受信されたそれ以降の要求も無視されます。

この最後の点のために、実装は、このプロセスを単純化することができ、残りの画素が0以下であるときに、いかなる計算もなしに、操作を自動的に拒絶することに留意されたい。

GPU描画容量はフレーム間で転送できません。新しいフレームでは、前のフレームに残っているピクセルに関係なく、同じピクセル容量が復元されます。

## 8内部変数

GPUは、内部状態のさまざまな側面を格納する一連の変数を備えています。これらの変数はそれぞれ32ビット値として格納され、仕様のパート2で説明されている同じデータ形式(整数、浮動小数点など)を使用してすべて解釈されます。ここでは、すべての変数をセクションに分けてリストし、詳細を説明します。

### 8.1 GPUコントロールの変数

| 残りのピクセル | **初期値:**2073600(=9\*640\*360) |
| --- | --- |
| **形式:**整数 | **有効範囲:**-1～2073600 |

このフレームのGPUの残りの描画容量を格納します。描画要求を実行できない場合(つまり、コマンドを実行するのに残りのピクセルが不十分な場合)、GPUは次のフレームが開始されるまでブロックされ、現在のフレームではコマンドを実行できなくなります。値-1は、このフレームの描画容量が使い果たされたことを示すために使用されます。

### 8.2空間図面パラメータ

| 図面ポイントX | **初期値:**0 |
| --- | --- |
| **形式:**整数 | **有効範囲:**-1000から1639まで |

これは、次に描画される領域のホットスポットが画面上に配置されるX座標をピクセル単位でマークします。これが画面の幅から外れると、描画される領域の一部または全体の可視性が失われる可能性があることに注意してください。

| 図面ポイントY | **初期値:**0 |
| --- | --- |
| **形式:**整数 | **有効範囲:**-1000から1359まで |

これは、次に描画される領域のホットスポットが画面上に配置されるY座標をピクセル単位でマークします。これが画面の高さから外れると、描画される領域の一部または全体の可視性が失われる可能性があることに注意してください。

| 図面縮尺X | **初期値:**1.0 |
| --- | --- |
| **形式:**フロート | **有効範囲:**-1024.0から1024.0 |

この描画パラメータは、スケーリングを有効にするコマンドでのみ適用されます。このパラメータを使用すると、描画される領域は、この係数によってテクスチャのX次元に沿ってスケーリングされます。Xに沿ったミラー効果の場合は、負の値にすることもできます。

1ピクセル未満の出力幅を生成する縮小スケールで描画する場合、結果は実装依存であると見なされます。つまり、領域を1ピクセルの垂直線に圧縮するか、まったく描画しないかのいずれかです。

| 図面尺度Y | **初期値:**1.0 |
| --- | --- |
| **形式:**フロート | **有効範囲:**-1024.0から1024.0 |

この描画パラメータは、スケーリングを有効にするコマンドでのみ適用されます。このパラメータを使用すると、描画される領域は、この係数によってテクスチャのY次元に沿ってスケーリングされます。Yに沿ったミラー効果の場合は、負の値にすることもできます。

1ピクセル未満の出力高さを生成する縮小スケールで描画する場合、結果は実装に依存すると考えられる:領域を1ピクセルの水平線に圧縮するか、何も描画しないかのいずれかである。

| 描画角度 | **初期値:**0.0 |
| --- | --- |
| **形式:**フロート | **有効範囲:**-1024.0から1024.0 |

この描画パラメータは、回転を有効にするコマンドでのみ適用されます。これは、画面に描画される領域に適用される回転角度です。値はラジアンで解釈されます(1完全な円=2\*piラジアン=360度)。角度0は回転がないことを意味し、正の値の場合、領域は時計回りに回転します。

### 8.3色処理変数

| クリアカラー | **初期値:**R=0、G=0、B=0、A=255の場合 |
| --- | --- |
| **形式:**GPUカラー | **有効範囲:**完全なRGBA範囲 |

現在のクリアカラーは、画面のクリアコマンドが実行されるたびに適用されるカラーです。アルファコンポーネントを調整することによって透明度をサポートします。

| カラーの乗算(Multiply color | **初期値:**R=255、G=255、B=255、A=255の場合 |
| --- | --- |
| **形式:**GPUカラー | **有効範囲:**完全なRGBA範囲 |

このカラーは、領域描画コマンドを実行するときに常に適用されるカラー乗算エフェクトを制御します。初期値はニュートラル乗算カラー(エフェクトなし)です。

| アクティブな描画モード | **初期値:**20h(アルファブレンディング) |
| --- | --- |
| **形式:**整数 | **有効範囲:**リストされた値のみ |

この値は、現在アクティブなカラーブレンディングモードとして解釈され、すべての描画機能でのカラーの描画方法を制御します。各モードの動作の詳細については、カラーブレンディングのセクションを参照してください。設定可能な値は次のとおりです。

20h:アルファブレンディング

21h:添加混合

22h:サブトラクションブレンディング

### 8.4選択されたエレメント

| 選択されたテクスチャ | **初期値:**-1個 |
| --- | --- |
| **形式:**整数 | **有効範囲:**-1～255(\*) |

この値は、現在選択されているGPUテクスチャの数値IDです。選択されたテクスチャは、すべての領域描画コマンドで使用されるテクスチャです。また、領域設定の変更によって領域が影響を受けるテクスチャでもあります。

(\*)上限は、現在接続されているカートリッジによって決まります。カートリッジが存在しない場合は、BIOSテクスチャ(ID=-1)のみが選択可能なテクスチャです。

| 選択された領域 | **初期値:**0 |
| --- | --- |
| **形式:**整数 | **有効範囲:**0～4095 |

この値は、選択されたテクスチャ内で現在選択されているGPU領域の数値IDです。選択されたテクスチャを変更しても、選択された領域IDは変更されません。これは、選択された領域IDがグローバルパラメータであるためです(各テクスチャに対して選択された領域はありません)。選択された領域(現在選択されているテクスチャから)は、すべての領域描画コマンドで使用される領域です。また、領域設定の変更によって影響を受ける領域でもあります。

### 8.5各テクスチャ領域の構成

ここにリストされている変数は特別なものです。GPUは、可能なテクスチャ領域ごとにこれらの変数のコピーを保存します。これは、(256+1)テクスチャ\*4096領域/テクスチャと同じ数が存在する可能性があることを意味します。実装では、未使用のテクスチャスロットの変数をアクセスできないようにして、これらすべてを常に保存するか、新しいカートリッジが挿入されるたびに必要な変数のみを作成するかを決定できます。

これらの変数の各セットは、1つのGPU領域の現在の設定を示します。領域の定義方法については、第3章のGPUテクスチャ領域のセクションを参照してください。GPUでは、領域の拡張を定義する最小値と最大値が逆になってもかまいません。これにより、イメージのフリップ効果が生成されます。

これらの変数の1つのセットのみがいつでもアクセス可能であるため、このセクションの各変数は、「ポインタ」プロキシを介して制御ポートによってアクセスされます。選択したテクスチャまたは領域が変更されると、これらのポートはすべて、正しい領域の変数のコピーにリダイレクトされます。

| 領域の最小X | **初期値:**0 |
| --- | --- |
| **形式:**整数 | **有効範囲:**0～1023 |

領域の一部と見なされるテクスチャの左端のX座標を表します。テクスチャ座標でピクセル単位で指定します。

| 領域最小Y | **初期値:**0 |
| --- | --- |
| **形式:**整数 | **有効範囲:**0～1023 |

領域の一部とみなされるテクスチャの一番上のY座標を表します。テクスチャ座標でピクセル単位で指定します。

| 領域の最大X | **初期値:**0 |
| --- | --- |
| **形式:**整数 | **有効範囲:**0～1023 |

領域の一部と見なされるテクスチャの右端のX座標を表します。テクスチャ座標でピクセル単位で指定します。

| 領域の最大Y | **初期値:**0 |
| --- | --- |
| **形式:**整数 | **有効範囲:**0～1023 |

領域の一部とみなされるテクスチャの最下部のY座標を表します。テクスチャ座標でピクセル単位で指定します。

| 領域のホットスポットX | **初期値:**0 |
| --- | --- |
| **形式:**整数 | **有効範囲:**-1024から2047 |

領域を描画するときに参照として使用されるのは、テクスチャ座標のX座標です。GPUは、ホットスポットが描画ポイントに描画されるように領域の配置を計算します。ホットスポットは、指定された範囲の制限内で、テクスチャ境界の外側に配置できます。

| 領域のホットスポットY | **初期値:**0 |
| --- | --- |
| **形式:**整数 | **有効範囲:**-1024から2047 |

領域を描画するときに参照として使用されるのは、テクスチャ座標のY座標です。GPUは、ホットスポットが描画ポイントに描画されるように領域の配置を計算します。ホットスポットは、指定された範囲の制限内で、テクスチャ境界の外側に配置できます。

## 9つの制御ポート

このセクションでは、スレーブデバイスとしてのCPUコントロールバスへの接続を介してGPUによって公開されるコントロールポートのセットについて詳しく説明します。公開されるすべてのポートとその基本プロパティを次の表に示します。

| 公開されたコントロールポートのリスト | | | |
| --- | --- | --- | --- |
| 外部アドレス | 内部アドレス | ポート名 | R/Wアクセス |
| 200時間 | 00時間 | コマンド(Command) | 書き込み専用 |
| 201時間 | 01時間 | 残りのピクセル | 読み取り専用 |
| 202時間 | 02時間 | クリアカラー | 読み取り/書き込み |
| 203時間 | 03時間 | カラーの乗算(Multiply Color) | 読み取り/書き込み |
| 204時間 | 04時間 | アクティブブレンディング(Active Blending) | 読み取り/書き込み |
| 205時間 | 05時間 | 選択されたテクスチャ | 読み取り/書き込み |
| 206時間 | 06時間 | 選択された領域 | 読み取り/書き込み |
| 207時間 | 07時間 | 図面ポイントX | 読み取り/書き込み |
| 208時間 | 08時間 | 図面ポイントY | 読み取り/書き込み |
| 209時間 | 09時間 | 図面縮尺X | 読み取り/書き込み |
| 20 Ah弾 | 0 Ah(ゼロ時) | 図面尺度Y | 読み取り/書き込み |
| 20 Bh弾 | 0時 | 作図角度 | 読み取り/書き込み |
| 20時 | 0 Ch(0チャネル) | 領域最小X(Region Min X) | 読み取り/書き込み |
| 20 Dh弾 | 0度Dh | 領域最小Y(Region Min Y) | 読み取り/書き込み |
| 20時 | 0 Eh(0時) | 領域最大X(Region Max X) | 読み取り/書き込み |
| 20 Fh弾 | 0時Fh | 領域最大Y | 読み取り/書き込み |
| 210時間 | 10時間 | リージョンホットスポットX | 読み取り/書き込み |
| 211時間 | 11時間 | リージョンホットスポットY | 読み取り/書き込み |

### 9.1ポートの読み取り/書き込み要求に対する動作

GPUコントロールポートは単なるハードウェアレジスタではありません。特定のポートへの読み取り/書き込み要求によってトリガーされる効果は、多くの場合、値の読み取りまたは書き込みとは異なります。このセクションでは、各GPUポートの動作について説明します。

実行されるアクションに加えて、制御バス通信の一部としてリクエストに対して成功/失敗レスポンスを提供する必要があることに注意してください。このレスポンスは、特に指定がないかぎり、常に成功とみなされます。提供されたレスポンスが失敗の場合、GPUはそれ以上のアクションを実行せず、CPUはHWエラーをトリガーします。

### コマンドポート

#### オン読み取る要求:

このポートは書き込み専用であるため、障害応答が制御バスに提供されます。

#### オン書く要求:

GPUは、セクション10で詳細に説明されているコマンド実行プロセスを実行します。すべての場合において、コマンドが実行されなくても、リクエストは成功して応答されます。

### [Remaining Pixels]ポート

#### オン読み取る要求:

GPUは、内部変数「Remaining pixels」の現在の値を提供します。

#### オン書く要求:

このポートは読み取り専用であるため、障害応答が制御バスに提供されます。

### [Clear Color]ポート

#### オン読み取る要求:

GPUは、内部変数「Clear color」の現在の値を提供します。

#### オン書く要求:

GPUは、内部変数「Clear color」を受信した値で上書きします。これにより、次の画面クリア操作で新しいクリアカラーがすぐに適用されます。この変数を設定しても、画面はクリアされません。

### [Multiply Color]ポート

#### オン読み取る要求:

GPUは、内部変数「Multiply color」の現在の値を提供します。

#### オン書く要求:

GPUは、内部変数「Multiply color」を受信した値で上書きします。これにより、次の領域描画操作で新しい乗算カラーがすぐに適用されます。

### [Active Blending]ポート

#### オン読み取る要求:

GPUは、内部変数「Active blending mode」の現在の値を提供します。

#### オン書く要求:

GPUは、受信した値が現在有効な描画モードに対応しているかどうかをチェックします。対応していない場合、要求は無視されます。有効な値の場合、GPUは内部変数「アクティブ描画モード」を受信した値で上書きします。これにより、次の描画操作ですぐに新しい描画モードが適用されます。

### [Selected Texture]ポート

#### オン読み取る要求:

GPUは、内部変数「Selected texture」の現在の値を提供します。

#### オン書く要求:

GPUは、受信した値が現在有効なテクスチャIDに対応しているかどうかをチェックします。対応していない場合、要求は無視されます。有効な値の場合、GPUは内部変数「Selected texture」を受信した値で上書きします。その後、すべての領域設定ポートを、新しく選択された領域(つまり、同じ領域IDですが、新しく選択されたテクスチャから取得されたもの)の変数のセットを指すようにリダイレクトします。

### [Selected Region]ポート

#### オン読み取る要求:

GPUは、内部変数「Selected region」の現在の値を提供します。

#### オン書く要求:

GPUは、受信した値が有効な領域IDに対応しているかどうかをチェックします。対応していない場合、要求は無視されます。有効な値の場合、GPUは内部変数「Selected region」を受信した値で上書きします。その後、すべての領域設定ポートを、新しく選択された領域(つまり、新しい領域IDですが、選択された同じテクスチャから取得されます)の変数のセットを指すようにリダイレクトします。

### 図面ポイントXポート

#### オン読み取る要求:

GPUは、内部変数「Drawing point X」の現在の値を提供します。

#### オン書く要求:

GPUは、受け取った値が内部変数"Drawing point X"の範囲外であるかどうかをチェックします。範囲外である場合は、範囲の制限にクランプされます。その後、結果の値は内部変数"Drawing point X"を上書きします。これにより、次の描画操作で新しい描画位置がすぐに適用されます。

### 図面ポイントYポート

#### オン読み取る要求:

GPUは、内部変数「Drawing point Y」の現在の値を提供します。

#### オン書く要求:

GPUは、受け取った値が内部変数"Drawing point Y"の範囲外であるかどうかをチェックします。範囲外である場合は、範囲の制限にクランプされます。その後、結果の値は内部変数"Drawing point Y"を上書きします。これにより、次の描画操作で新しい描画位置がすぐに適用されます。

### 図面縮尺Xポート

#### オン読み取る要求:

GPUは、内部変数「Drawing scale X」の現在の値を提供します。

#### オン書く要求:

GPUは、受信した値が内部変数「図面スケールX」の範囲外であるかどうかをチェックし、範囲外である場合は、範囲制限にクランプされます。結果の値は、内部変数「図面スケールX」を上書きします。これにより、スケーリングが有効になっている次の図面操作で、Xの新しい図面スケールがすぐに適用されます。

### 図面縮尺Yポート

#### オン読み取る要求:

GPUは、内部変数「Drawing scale Y」の現在の値を提供します。

#### オン書く要求:

GPUは、受信した値が内部変数「図面スケールY」の範囲外であるかどうかをチェックし、範囲外である場合は、範囲制限にクランプされます。結果の値は、内部変数「図面スケールY」を上書きします。これにより、スケールが有効になっている次の図面操作で、Yの新しい図面スケールがすぐに適用されます。

### 領域の最小Xポート

#### オン読み取る要求:

GPUは、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「Region minimum X」の現在の値を提供します。

#### オン書く要求:

GPUは、受信した値が内部変数「Region minimum X」の範囲外であるかどうかをチェックします。範囲外である場合は、範囲制限にクランプされます。結果の値は、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「Region minimum X」を上書きします。これにより、次の領域描画操作では、選択されている領域に新しい左制限が適用されます。

### 領域の最小Yポート

#### オン読み取る要求:

GPUは、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「Region minimum Y」の現在の値を提供します。

#### オン書く要求:

GPUは、受信した値が内部変数「Region minimum Y」の範囲外であるかどうかをチェックします。範囲外の場合は、範囲制限にクランプされます。結果の値は、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「Region minimum Y」を上書きします。これにより、次の領域描画操作では、選択されている領域に新しい上限が適用されます。

### Region Max Xポート

#### オン読み取る要求:

GPUは、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「Region maximum X」の現在の値を提供します。

#### オン書く要求:

GPUは、受け取った値が内部変数「Region maximum X」の範囲外であるかどうかをチェックします。範囲外である場合は、範囲制限にクランプされます。結果の値は、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「Region maximum X」を上書きします。これにより、次の領域描画操作では、選択されている領域に新しい右制限が適用されます。

### [Region Max Y]ポート

#### オン読み取る要求:

GPUは、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「領域最大Y」の現在の値を提供します。

#### オン書く要求:

GPUは、受け取った値が内部変数「領域最大Y」の範囲外であるかどうかをチェックし、範囲外である場合は、範囲制限にクランプされます。結果の値は、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「領域最大Y」を上書きします。これにより、次の領域描画操作では、選択された領域に新しい下限が適用されます。

### リージョンホットスポットXポート

#### オン読み取る要求:

GPUは、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「Region hotspot X」の現在の値を提供します。

#### オン書く要求:

GPUは、受信した値が内部変数「Region hotspot X」の範囲外であるかどうかをチェックします。範囲外である場合は、範囲制限にクランプされます。結果の値は、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「Region hotspot X」を上書きします。これにより、次の領域描画操作では、選択されている領域に新しいホットスポット位置がすぐに適用されます。

### リージョンホットスポットYポート

#### オン読み取る要求:

GPUは、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「Region hotspot Y」の現在の値を提供します。

#### オン書く要求:

GPUは、受信した値が内部変数「Region hotspot Y」の範囲外であるかどうかをチェックします。範囲外である場合は、範囲制限にクランプされます。結果の値は、現在選択されているテクスチャIDに対して、現在選択されている領域IDに関連付けられている内部変数「Region hotspot Y」を上書きします。これにより、次の領域描画操作で、選択されている領域に新しいホットスポット位置がすぐに適用されます。

## 10コマンドの実行

GPUコマンドは、CPUがGPUコマンドポートに値を送信することによって要求できる描画操作です。このセクションでは、このような要求を受信したときのGPUの動作について説明します。

GPUで実行できるコマンドは5種類あります。この表には、コマンドの数値と、各コマンドで使用されるグラフィック効果が示されています。

| コマンド名 | 数値 | スケーリング | 回転 | カラーの乗算(Multiply color |
| --- | --- | --- | --- | --- |
| 画面をクリア | 10時間 | いいえ | いいえ | いいえ |
| 領域を描画 | 11時間 | いいえ | いいえ | はい |
| ズームした領域を描画 | 12時間 | はい | いいえ | はい |
| 回転した領域を描画 | 13時間 | いいえ | はい | はい |
| [作成][リージョン][Rotozoomed] | 14時間 | はい | はい | はい |

### 10.1共通処理

ここで説明する一般的な操作は、すべてのコマンドの実行に共通です。

最初のステップとして、GPUは、要求された書き込み値が上記の有効なコマンドのいずれかに対応しているかどうかをチェックします。対応していない場合、要求は無視され、それ以上の処理は行われません。

この後、GPUは、セクション7(GPUパフォーマンス)で説明されているように、現在の残りのピクセルが要求された操作を実行するのに十分であるかどうかをチェックします。

次に、残りのピクセルが不足しているためにコマンドが中止されなかった場合、GPUは描画バッファに描画します。この部分はコマンド固有であり、次のサブセクションで説明します。ただし、すべてのコマンドについて、カラーブレンディングプロセスは、「アクティブブレンディングモード」変数の現在の値についてセクション6で説明されているように実行されます。

### 10.2 Clear Screenコマンド

GPUは、内部変数「Clear color」に現在格納されているカラーを使用して、描画バッファ描画内のすべてのピクセルを描画します。ブレンド以外には、エフェクトは適用されません。

### 10.3[Draw Region]コマンド

GPUは、現在選択されているテクスチャの矩形部分を描画バッファ上に描画します。この矩形は、そのテクスチャに対して現在選択されている領域IDに対応する領域設定変数によって区切られます。

領域は、ホットスポットとしてマークされた領域のピクセルが、描画バッファ内の現在のGPU描画位置によってマークされた座標に描画されるように配置されます。

領域を描画するとき、GPUは"Multiply color"変数に格納されている現在のGPUカラーを使用してカラーの乗算を適用します。カラー操作の順序は次のとおりです。

1. 領域のピクセルと乗算カラーの間でカラー乗算を実行します。
2. (1)で得られたカラーを描画バッファの内容にブレンドします。

このコマンドは、描画スケールおよび描画角度変数の現在の値を無視します。領域は常に空間変換なしで描画されます。

### 10.4[Draw Region Zoomed]コマンド

処理はコマンド"Draw Region"と同じですが、描画された領域もスケールされます。XおよびYに沿ったスケール係数は、それぞれ"Drawing scale X"および"Drawing scale Y"変数の現在の値になります。XまたはYに沿った負のスケール係数は、その次元のミラー効果をもたらします。

スケール係数にかかわらず、領域のホットスポットが描画バッファ内のGPU描画位置に描画され続けるように、スケーリングが行われます。

### 10.5[Draw Region Rotated]コマンド

処理はコマンド"Draw Region"と同じですが、描画された領域も回転されます。回転角度は変数"Drawing angle"の現在の値になります。これはラジアンで解釈され、正の角度を指定すると領域は時計回りに回転します。

回転は、描画された領域のホットスポットを中心として行われます。このようにして、領域のホットスポットは、描画バッファ内のGPU描画位置に描画され続けます。

### 10.6[Draw Region Rotozoomed]コマンド

処理はコマンド"Draw Region"と同じですが、描画された領域も拡大縮小および回転されます。これらの効果は、コマンド"Draw Region Zoomed"および"Draw Region Rotated"で説明されているのと同じ方法で適用されます。

スケーリングと回転の効果が組み合わされ、領域のホットスポットが描画バッファ内のGPU描画位置に描画され続けるようになります。また、両方の効果の組み合わせは、常にテクスチャのX軸とY軸に対してスケーリングを実行する必要があり、画面座標に対してではありません。つまり、変換の順序は、最初にスケーリングしてから回転する必要があります。

### 10.7 2D変換に関する注意

#### 大きなスケール係数のための領域配置

大きなスケールで描画する場合、テクスチャピクセルを配置するための基準は、ピクセルの中心ではなく、その左上隅になります。つまり、係数X=640.0およびY=360.0で1つのピクセルをスケールして、位置(0,0)に描画すると、スクリーン全体が正確にカバーされます。

例として、画像(3 x 2ピクセル)に表示される領域を大きなスケールで描画します。この領域のホットスポットは、その緑色のピクセルに配置されます。暗くなった交差線によって与えられる描画位置を使用すると、画面には次のような結果が表示されます。

![J:\Codigo\C++\Vircon32\Documentacion\Especificaciones ingles\Imagenes\LargeZoomPositioning.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABLAAAAGQCAYAAAC+tZleAAAAAXNSR0IArs4c6QAAAARzQklUCAgICHwIZIgAACAASURBVHic7dtfi1x3mtjxR1F5ute9Z9MeW+o9arf+bHdpQLN2WK/cIfEmYSnfDLNjnBtBRhswHs9lwPZNXkDeTchdi1xJSGZ2LwQxNGqNkdwtFrbSmFZ6Qi2nxWiFEuUiVGMC8ZzfuErnqerP56oYvudXB7m6zsPD1KmIeBEAABR58eL3H6FOnTo1wTsBAJh//6TrGwAAAACA79Ibv3j48GFUVdX6wqZp9Hr9lPovv/wyRqNR635zczPV/ev1ev089z/60Y9a97+L+Uuvz9Obv/R6vT5nf+7cuYj41gKrqqqo67r1ARGh1+un1I9GoxgOh637wWCQ6v71er1+nvtJMn/p9Xl685der9fn7SP8hBAAAACA5CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEitN37RNE3RhXq9fnr98vLyVM/X6/V6/cvpu35/vV7fnvlLr9frc/Zjxwusqqqiruuii/V6/XT60WgUw+GwdT8YDFLdv16v189zP0nmL70+T2/+0uv1+rx9hJ8QAgAAAJCcBRYAAAAAqVlgAQAAAJCaBRYAAAAAqVlgAQAAAJCaBRYAAAAAqVlgAQAAAJCaBRYAAAAAqVlgAQAAAJCaBRYAAAAAqfXGL5qmKbpQr9dPr19eXp7q+Xq9Xq9/OX3X76/X69szf+n1en3Ofux4gVVVVdR1XXSxXq+fTj8ajWI4HLbuB4NBqvvX6/X6ee4nyfyl1+fpzV96/fT6/3w3Yuewff+ffprr/vXd9xF+QggAAABAchZYAAAAAKRmgQUAAABAahZYAAAAAKRmgQUAAABAahZYAAAAAKRmgQUAAABAahZYAAAAAKRmgQUAAABAahZYAAAAAKTWG79omqboQr1eP71+eXl5qufr9Xq9/uX0Xb+/Xq9vz/yln6f+V/eb+OZu+75emn5fovT+f3Il17+/frL92PECq6qqqOu66GK9Xj+dfjQaxXA4bN0PBoNU96/X6/Xz3E+S+Uuvz9Obv/Tz1H9zN2LnsOz8We6vVbn+/fWT7yP8hBAAAACA5CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEitN37RNE3RhXq9fnr98vLyVM/X6/V6/cvpu35/vV7fnvlL/zL7X91v4pu77ft6qbwvMet9tv+++sn2Y8cLrKqqoq7roov1ev10+tFoFMPhsHU/GAxS3b9er9fPcz9J5i+9Pk9v/tK/zP6buxE7h2Xn6///rlW5/vvqJ99H+AkhAAAAAMlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQWm/8ommaogv1ev30+uXl5amer9fr9fqX03f9/nq9vj3z13z3v7rfxDd32/f10vT7Evrvlu3zpp9sP3a8wKqqKuq6LrpYr9dPpx+NRjEcDlv3g8Eg1f3r9Xr9PPeTZP7S6/P05q/57r+5G7FzWHa+fnb6a1Wuz5t+8n2EnxACAAAAkJwFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACp9cYvmqYpulCv10+vX15enur5er1er385fdfvr9fr2zN/ddv/7d9txcHebut+5XS/qK+Xfll0P/VS2f3ru+1/db+Jb+62739yJdfnX9/O8QKrqqqo67roYr1eP51+NBrFcDhs3Q8Gg1T3r9fr9fPcT5L5S6/P05u/uu0P9nbjq+c3i84v6S8/+Tx2DsvuXz+//bUq1+df346fEAIAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKn1xi+apim6UK/XT69fXl6e6vl6vV6vfzl91++v1+vbO2nz19/+3VYc7O227ldO96felyjtzyyV/fvU+rnus/096ts5XmBVVRV1XRddrNfrp9OPRqMYDoet+8FgkOr+9Xq9fp77STJ/6fV5+pM2fx3s7cZXz28WnT/L/eUnn8fOYdm/p35++2tVrr9HfTt+QggAAABAahZYAAAAAKRmgQUAAABAahZYAAAAAKRmgQUAAABAahZYAAAAAKRmgQUAAABAahZYAAAAAKRmgQUAAABAahZYAAAAAKTWG79omqboQr1eP71+eXl5qufr9Xq9/uX0Xb+/Xq9vb9rz19/+3VYc7O227ldO96fel5j5/uxW9F5v/+9z5ukvi86vl8o+D/pu+1/db+Kbu+37n1zJ9X110vqx4wVWVVVR13XRxXq9fjr9aDSK4XDYuh8MBqnuX6/X6+e5nyTzl16fp5/2/HWwtxtfPb/Zuo8IfYf95Sefx85h2edNP7/9tSrX99VJ7CP8hBAAAACA5CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEitN37x5Zdfxmg0an3h8vKyvsP+9GgU+7/+det+9cc/1s9Q/1f/4c/jL//iH1r3//VX/yX2vml//kb9Y32H/Z+8/lexN2z/976xtqyfof5fvZXreaGfbL+5udm6bcP8pdfn6a++83Tq89cfffPPW/eL9Xl9h/2rr38Zr/+P9p+fVxeX9XPcf/llru+rk9aPHS+wRqNRDIfDoov13fWv/P3fx/bWVtH5+tnp/91//Kex8vrt1v3eN38Wd+6X3Y++u/5//8lfxO3/Vvb9oJ+d/q21XM8L/WT7wWBQdPbvYv7S6/P0f/kX/2D+0h8zr+m/zXzXfR/hJ4QAAAAAJGeBBQAAAEBqFlgAAAAApGaBBQAAAEBqFlgAAAAApGaBBQAAAEBqFlgAAAAApGaBBQAAAEBqFlgAAAAApGaBBQAAAEBqpyLiRUTEw4cPo6qq1hc2TaPvsH9440b84+5u636h39fPUP/fr67F3je/bt3/+bvvxMH/an/+yum+vsP+zNNfxjdP2v+910uNfob6n1zJ9bzQT77/0Y9+FBERL168aH3d/+vUqVMRYf7Sn+w+2zz7P8+fj/1ft5+/Lv77P0s1X+i77c13892b77rtz507FxERvfH/UFVV1HXd+oCI0HfY39vdjaNbt4rO189Ov7f6bty5v9W6f/OdKr56frPofvTd9ZeffB47h2XfD/rZ6a9VuZ4X+sn3k2T+0p/kPts8u7+5Gdtb7eevP/j5H6aaL/Td9ua7+e7Nd933EX5CCAAAAEByFlgAAAAApGaBBQAAAEBqFlgAAAAApGaBBQAAAEBqFlgAAAAApGaBBQAAAEBqFlgAAAAApGaBBQAAAEBqFlgAAAAApNYbv2iapuhCfbf9Qr+vn+N+o14r6ldOl52v77Y/s1T2917rZ6rP9rzQd9t3/f56/ffpH964Efd2d1v3C/1+cV9i2v3q+fNFfbb5Qt9tb76brf7Ka4/iwqsPW/f3v+7F3Z32/ZWL54ruJ9v3f7Z+7HiBVVVV1HVddLG+u/7e7m4c3bpVdL5+dvq91Xfjzv2t1v2b71Tx1fObRfej766//OTz2Dks+37Qz05/rcr1vNBPvp8k85c+c3/S5s39zc3Y3mo/f/3Bz/8w1Xyh77Y3381Wf+HVh3F49LTg9MWi3vN98n2EnxACAAAAkJwFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACp9cYvmqYpulDfbb/Q7+vnuN+o14r6ldNl5+u77c8slf291/qZ6rM9L/Td9l2/v362+oc3bsS93d3W/UK/P/W+xKz3q+fPF/U/fnA5NnZPte6bDzeKzs82v+i/m/lusv2V1x7FhVcftu6XFnrFfcTi1Ppsz5dZ78eOF1hVVUVd10UX67vr7+3uxtGtW0Xn62en31t9N+7c32rdv/lOFV89v1l0P/ru+stPPo+dw7LvB/3s9NeqXM8L/eT7STJ/6b/NfNdtv7+5Gdtb7eevt6qq6PyDn71INY/oJ9ub7ybbX3j1YRwePS04fTFV7/k++T7CTwgBAAAASM4CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDUeuMXTdMUXajvtl/o9/Vz3G/Ua0X9yumy8/Xd9meWyv7ea/1M9dmeF/pu+67fX99t//DGjbi3u9u6zzaPnLR+9fz5qZ6/cnqjsM81v+h/R392K3qvt/97P/P0l0XnT3t+ufLao7jw6sPW/dJCb+p9xOLM9tmeR7Pejx0vsKqqirquiy7Wd9ff292No1u3is7Xz06/t/pu3Lm/1bp/850qvnp+s+h+9N31l598HjuHZd8P+tnpr1W5nhf6yfeTZP6a7968Nlv9/uZmbG+1n7/eqqqi8w9+9iLVPKLvts82D1549WEcHj0tOH1R/x083yffR/gJIQAAAADJWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkFpv/KJpmqIL9d32C/2+fo77jXqtqF85XXa+vtv+zFLZ33utn6k+2/NC323f9fvru+0vffJJVJ991rp/eONG0fnZ5pdZ71fPn5/q+SunNwr7XPOLfrJ96Tx45bVHceHVh637pYVecR+xqJ9Qf//rR3F3p/2//5WL51q3Efmedy9rnjpeYFVVFXVdF12s766/t7sbR7duFZ2vn51+b/XduHN/q3X/5jtVfPX8ZtH96LvrLz/5PHYOy74f9LPTX6tyPS/0k+8nyfyl/zbzXbf9/uZmbG+1n7/eqqqi8w9+9iLVPKLvti+dBy+8+jAOj54W3M2ifoZ680A7fkIIAAAAQGoWWAAAAACkZoEFAAAAQGoWWAAAAACkZoEFAAAAQGoWWAAAAACkZoEFAAAAQGoWWAAAAACkZoEFAAAAQGoWWAAAAACk1hu/aJqm6EJ9t/1Cv6+f436jXivqV06Xna/vtj+zVPb3Xutnqs/2vNB323f9/vrZ6rPNIyetXz1/fqrn//hBPzZ2T7Xumw83is7PNu/Mev/Dx38dlx5/3L4/+6yov3LlUVx49WHrfmmhFxGL+jntsz2PsvVjxwusqqqiruuii/Xd9fd2d+Po1q2i8/Wz0++tvht37m+17t98p4qvnt8suh99d/3lJ5/HzmHZ94N+dvprVa7nhX7y/SSZv/TfZr7rtt/f3Iztrfbz11tVNdX7OfjZi1Tzy0nrLz3+OLYfLBWdX9JvrB/E4dHTgtMX9XPcmwfa8RNCAAAAAFKzwAIAAAAgNQssAAAAAFKzwAIAAAAgNQssAAAAAFKzwAIAAAAgNQssAAAAAFKzwAIAAAAgNQssAAAAAFKzwAIAAAAgtd74RdM0RRfqu+0X+n39HPcb9VpRv3K67Hx9t/2ZpbK/91o/U32254W+277r99fPVp9tHjlp/er581M9v7RfOb1R2Oead6bd//DxX8elxx+3788+K+pXzz4rup/S/rfNazF6/IPW/YXXfxMRi637pYWefob6+18/irs7D1v3Vy6ea91G5Hve/b7z1PECq6qqqOu66GJ9d/293d04unWr6Hz97PR7q+/Gnftbrfs336niq+c3i+5H311/+cnnsXNY9v2gn53+WpXreaGffD9J5i/9t5nvuu33Nzdje6v9/PVWVU31fg5+9iLV/JKtv/T449h+sFR0/iz3G+sHcXj0tOD0Rf0c9ydxfojwE0IAAAAAkrPAAgAAACA1CywAAAAAUrPAAgAAACA1CywAAAAAUrPAAgAAACA1CywAAAAAUrPAAgAAACA1CywAAAAAUrPAAgAAACC13vhF0zRFF+q77Rf6ff0c9xv1WlG/crrsfH23/Zmlsr/3Wj9Tfbbnhb7bvuv3189Wf+mTT6L67LPW/cMbN4rOzzbvZOtXz5+f6vml/Y8f9GNj91Trvvlwo+j80vnlh4//Oi49/rh9f/bZVPvVs89at/PQLy30ImJRr4+IfM+vlzVPHS+wqqqKuq6LLtZ319/b3Y2jW7eKztfPTr+3+m7cub/Vun/znSq+en6z6H703fWXn3weO4dl3w/62emvVbmeF/rJ95Nk/tJ/n948ONl+f3Mztrfaz19vVVWq+z/42Yupzi+XHn8c2w+Wis7XT67fWD+Iw6OnBacv6ue4P4nzQ4SfEAIAAACQnAUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKn1xi+apim6UN9tv9Dv6+e436jXivqV02Xn67vtzyyV/b3X+pnqsz0v9N32Xb+/fr77bPPLrPer589P9fzS/tJP+1G9f6p1f+fxz+PS449b9z88+6yoXz37rHWrn3z/2+a1GD3+Qev+wuu/iYjF1v3SQk8/Q32259HLmqeOF1hVVUVd10UX67vr7+3uxtGtW0Xn62en31t9N+7c32rdv/lOFV89v1l0P/ru+stPPo+dw7LvB/3s9NeqXM8L/eT7STJ/6b9Pbx6cbL+/uRnbW+3nr7eqaqr3U71/Kuqj2637/ccfxfaDpaL70c9vv7F+EIdHTwtOX9TPUH8S54cIPyEEAAAAIDkLLAAAAABSs8ACAAAAIDULLAAAAABSs8ACAAAAIDULLAAAAABSs8ACAAAAIDULLAAAAABSs8ACAAAAIDULLAAAAABS641fNE1TdKG+2/7ST/tRvX+q/fkLG/oZ6n8z/Bfx/MzV1v0PH78blx5/3L4/+0zfYX/lyqO48OrD1v3SQk8/Q33TnGvd/t8+1/NFP9m+6/fXz3d/6ZNPovrss9b9wxs3is5f6PdPVL96/nxR/zLm8RKrL56V9Wf189wvLfQiYlE/p/39rx/F3Z328+mVi7M9n44dL7Cqqoq6rosu1nfY7+xFfXS77Hz9zPS7j/px84u91v3K2nux/WCp6H703fUb6wdxePS04PRF/Qz1nqfz30+Sz4v+Zfb3dnfj6NatovNPUr+/uRnbW1ut++v/9o9SzY/7jz9KNe/ou+3Nm/pvm4d5I8JPCAEAAABIzgILAAAAgNQssAAAAABIzQILAAAAgNQssAAAAABIzQILAAAAgNQssAAAAABIzQILAAAAgNQssAAAAABIzQILAAAAgNR64xdN0xRdqO+4X9jQz3HfX3+jqF89+0w/Q/3SQi8iFvVz2qd7Xug77bt+f73+2xb6/ZnuL/20H9X7p1r3zcJGUb/wm7X44/Wy80tMu//g9b+J6+t7rfs7zc+Lzs82T+m/W7b5SD/Z/srFc1FVVes+2/Po952njhdYVVVFXddFF+s77Hf2oj66XXa+fmb63Uf9uPlF+wFkZe292H6wVHQ/+u76jfWDODx6WnD6on6Ges/T+e8nyedF/zL7e7u7cXTrVtH5mfrq/VNTnb9G+1djuL3Vuh+8XaWaH0v7/ccfpZqP9JPtzZvz3Z/E+SHCTwgBAAAASM4CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDUeuMXTdMUXajvuF/Y0M9x319/o6hfPftMP0P90kIvIhb1c9qne17oO+27fn+9/tsW+v2p9pd+2o/q/VOt+2Zho7gvUdovr65N9fxs/eqLXPORfrL9b5vXYvT4B637C6//JjLNU9n6KxfPRVVVrfumaabel5j1fux4gVVVVdR1XXSxvsN+Zy/qo9tl5+tnpt991I+bX+y17lfW3ovtB0tF96Pvrt9YP4jDo6cFpy/qZ6j3PJ3/fpJ8XvQvs7+3uxtHt24VnV/SV++fSjVPlfaj/asx3N5q3Q/erlLdf2m///ijVPORvtvefPrdPK+77yP8hBAAAACA5CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEjNAgsAAACA1CywAAAAAEitN37RNE3RhfqO+4UN/Rz3/fU3ivrVs8/0M9QvLfQiYlE/p32654W+077r99frv+3SJ59E9dln7c//+kZU759q3yebp0r75dW1qZ6frV99kWs+0nfbZ5unSvsrF89FVVWt+6ZpivsS+sn2Y8cLrKqqoq7roov1HfY7e1Ef3S47Xz8z/e6jftz8Yq91v7L2Xmw/WCq6H313/cb6QRwePS04fVE/Q73n6fz3k+Tzok/dn7B5c7R/NYbbW637wdtVqvsv7fcff5RqPtJ328/6fOp5Ov99hJ8QAgAAAJCcBRYAAAAAqVlgAQAAAJCaBRYAAAAAqVlgAQAAAJCaBRYAAAAAqVlgAQAAAJCaBRYAAAAAqVlgAQAAAJCaBRYAAAAAqfXGL5qmKbpQ33G/sKGf476//kZRv3r2mX6G+qWFXkQs6ue0T/e80Hfad/3+ev336pPNR9Pul1fXpnp+tv6D1/8mrq/vte7vND8vOj/b/KX/br9tXovR4x+07v/1n56Oqqpa903TTL0voZ+tfux4gVVVVdR1XXSxvsN+Zy/qo9tl5+tnpt991I+bX7QfKFbW3ovtB0tF96Pvrt9YP4jDo6cFpy/qZ6j3PJ3/fpJ8XvSp+xM2b472r8Zwe6t1P3i7SnX/0+73H3+Uap7Sd9tf//CVXN9X+rnvI/yEEAAAAIDkLLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASK03ftE0TdGF+o77hQ39HPf99TeK+tWzz/Qz1C8t9CJiUT+nfbrnhb7Tvuv31+u/V59sPpp2v7y6NtXzZ71ffZFrntJ/tw8Gp+P6h6+07pumtE/2faWf637seIFVVVXUdV10sb7Dfmcv6qPbZefrZ6bffdSPm1/ste5X1t6L7QdLRfej767fWD+Iw6OnBacv6meo9zyd/36SfF70qfsTNm+O9q/GcHurdT94u0p1/9Pu9x9/lGqe0n+36x++kuv7RK//nn2EnxACAAAAkJwFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACp9cYvmqYpulDfcb+woZ/jvr/+RlG/evaZfob6pYVeRCzq57RP97zQd9p3/f56/ffqL/4iovq0ff/1jbLzk81fy6trUz1/1vsPXv+buL6+17q/0/y86Pxs81pp/8HgdFz/8JXWfdNMu0/2faLXf49+7HiBVVVV1HVddLG+w35nL+qj22Xn62em333Uj5tftB8QVtbei+0HS0X3o++u31g/iMOjpwWnL+pnqPc8nf9+knxe9HPVz/h8Otq/GsPtrdb94O0q1f1n6/cff5Rq/pp2f/3DV3L9Per1c9ZH+AkhAAAAAMlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQmgUWAAAAAKlZYAEAAACQWm/8ommaogv1HfcLG/o57vvrbxT1q2ef6WeoX1roRcSifk77dM8Lfad91++v17/UPtk8Vdovr65N9fyT1q++mO489cHgdFz/8JXWfdNMu0/296jXz1E/drzAqqoq6rouuljfYb+zF/XR7bLz9TPT7z7qx80v9lr3K2vvxfaDpaL70XfXb6wfxOHR04LTF/Uz1Huezn8/ST4v+rnqZ3w+He1fjeH2Vut+8HaV6v6z9fuPP5rqPHX9w1dyff71ev1U+wg/IQQAAAAgOQssAAAAAFKzwAIAAAAgNQssAAAAAFKzwAIAAAAgNQssAAAAAFKzwAIAAAAgNQssAAAAAFKzwAIAAAAgNQssAAAAAFLrjV80TVN0ob7jfmFDP8d9f/2Non717DP9DPVLC72IWNTPaZ/ueaHvtO/6/fX6l9pf/EVE9Wn7/usbZedPef5aXl2b6vknrf/gT0/H9Q9faX9+U9on+/zr9fqp9WPHC6yqqqKu66KL9R32O3tRH90uO18/M/3uo37c/GKvdb+y9l5sP1gquh99d/3G+kEcHj0tOH1RP0O95+n895Pk86I/0X2yeXa0fzWG21ut+8HbVar7T9dXn+b6vOn1+pnuI/yEEAAAAIDkLLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASM0CCwAAAIDULLAAAAAASK03ftE0TdGF+o77hQ39HPf99TeK+tWzz/Qz1C8t9CJiUT+nfbrnhb7Tvuv31+tT98nmr+XVtameP/X+4i8iqk/b900z/b6AXq/X/y7HC6yqqqKu66KL9R32O3tRH90uO18/M/3uo37c/GKvdb+y9l5sP1gquh99d/3G+kEcHj0tOH1RP0O95+n895Pk86I/0X2yeXa0fzWG21ut+8HbVar7j+rTXP999Xq9foJ9hJ8QAgAAAJCcBRYAAAAAqVlgAQAAAJCaBRYAAAAAqVlgAQAAAJCaBRYAAAAAqVlgAQAAAJCaBRYAAAAAqVlgAQAAAJCaBRYAAAAAqfXGL5qmKbpQ33F/8RcR1adl5+tnpv83P/gy/tmVxdb95ubpuP7hKwX3o++2PxdVVRX0jX7G+hL6+e67fn+9PnW/sJGqX15dm+r5L2V+L7kfvV6vn5F+7HiBVVVV1HVddLFer59OPxqNYjgctu4Hg0Gq+9frMb3XUQAAArpJREFU9fp57ifJ/KU/0f3OXtRHt8vOn2I/2r8aw+2t1v3g7arsfqpPc/376/V6/Qz1EX5CCAAAAEByFlgAAAAApGaBBQAAAEBqFlgAAAAApGaBBQAAAEBqFlgAAAAApGaBBQAAAEBqFlgAAAAApGaBBQAAAEBqFlgAAAAApNYbv2iapuhCvV4/vX55eXmq5+v1er3+5fRdv79en7q/+IuI6tP2/dc3pnr+8g++jPjjf1lw/mbZ/Wf799fr9foZ6ceOF1hVVUVd10UX6/X66fSj0SiGw2HrfjAYpLp/vV6vn+d+ksxfen1Bv7MX9dHt9n31qflLr9fr56SP8BNCAAAAAJKzwAIAAAAgNQssAAAAAFKzwAIAAAAgNQssAAAAAFKzwAIAAAAgNQssAAAAAFKzwAIAAAAgNQssAAAAAFKzwAIAAAAgtd74RdM0RRfq9frp9cvLy1M9X6/X6/Uvp+/6/fX6ueov/iKi+nRq55u/9Hq9Pmc/drzAqqoq6rouuliv10+nH41GMRwOW/eDwSDV/ev1ev0895Nk/tLr8/TmL71er8/bR/gJIQAAAADJWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkJoFFgAAAACpWWABAAAAkFpv/KJpmqIL9Xr99Prl5eWpnq/X6/X6l9N3/f56vb4985der9fn7MeOF1hVVUVd10UX6/X66fSj0SiGw2HrfjAYpLp/vV6vn+d+ksxfen2e3vyl1+v1efsIPyEEAAAAIDkLLAAAAABSs8ACAAAAIDULLAAAAABSs8ACAAAAIDULLAAAAABSs8ACAAAAIDULLAAAAABSs8ACAAAAIDULLAAAAABSOxURL7q+CQCAWfPixe8/Qp06dWqCdwIAMP/8P7AAAAAASO3/AIqwkOn5DzomAAAAAElFTkSuQmCC)

領域が回転なしで描画される場合(左のイメージ)、緑のピクセルの左上が描画位置と重なります。回転も有効にすると(右のイメージ)、同じ画面ピクセルが回転の中心として使用されるため、緑のピクセルの元の左上隅が描画位置に描画され続けます。

#### 補間方法

Vircon32 GPUの参照補間法は最も近いものです。ただし、実装では、イメージのスケーリングと回転に対して他の補間法を自由に選択できます。ただし、これらのアルゴリズムは元の色を保持するために必要です。

つまり、リニア補間やキュービック補間などのカラースムージング方法は、Vircon32に準拠していません。ただし、Scale2XやRotSpriteなどのピクセルアートアルゴリズムは、ピクセルカラーを保持するように設計されているため、受け入れられます。

### 10.8コマンド実行時間

この仕様では、描画コマンドを実際に実行するのにかかる時間については言及していません。代わりに、Vircon32システムはこれを抽象化し、すべての描画操作を常に即座に完了したかのように扱います。この結果、CPUは前のコマンドが完了する前に、より多くのコマンドを要求できます。

この抽象化の理由は、Vircon32システムは、コンポーネント間の操作を同期させる必要がないように設計されているためです。多くの場合、これは有効な近似です:最新のGPUはVircon32よりもはるかに高速です。ただし、実際の描画操作の中には、完了までに数CPUサイクルを要するものもあります。このため、実装には、描画操作を管理するための何らかの戦略が必要になります。

戦略にはいくつかのタイプがあります。OpenGLなどの一部のグラフィックシステムでは、タスクはバックグラウンドで実行され、メインプログラムにとって問題にならない場合があります。ハードウェア実装の場合、並列に管理されるコマンドキューを実装するだけで十分な場合があります。一方、ソフトウェア実装では、この点を考慮してコンソール操作全体を計画し、最後に要求された操作が完了するまで次のサイクルを延期する場合があります。

それでも、グラフィカルな正確性のためには、いかなる実装も次のことを保証しなければならない。

1. 受け入れられた描画操作が実行されないままになることはありません。
2. 図面操作は、要求された順序を維持して実行されます。
3. すべての描画操作は、現在のフレームが終了する前に完了する必要があります。

## 11ビデオ出力の生成

このGPUのビデオ出力は、コンソールのグローバルタイミングによって制御されるため、フレームに基づいています。60 Hzのレートでは、新しいフレーム信号が受信されるたびに、GPUは新しいビデオフレームの生成と送信をトリガーします。

GPUは、その時点で描画バッファ内のすべてのピクセルに必要なすべてのカラー情報を収集することによって、ビデオフレームを生成します。次に、GPUはその情報をビデオ出力信号を介してディスプレイに転送します。信号フォーマット/プロトコルがそれを必要とする場合、タイミングまたはシーケンス情報が追加されて、有効なビデオフレーム送信が形成される。

実装では、オーディオおよびビデオ信号の通信形式と物理コネクタを自由に選択できます。これらは個別に送信することも、現在のほとんどのディスプレイで一般的であるように、両方を同じディスプレイに送信するジョイントコネクタを使用することもできます。

描画バッファの内容は、新しいフレームが開始されたとき、またはビデオ出力プロセスの一部としてクリアまたは変更されないことに注意してください。描画バッファの内容は永続的であり、リセットまたは電源オンイベント時にのみ自動的にクリアされます。

## 12制御信号に対する応答

コンソール内のすべてのコンポーネントと同様に、制御信号がトリガーされるたびに、GPUはそれを受信し、そのイベントを処理するための応答を生成します。各制御信号に対して、GPUは次のアクションを実行することによって応答します:

#### リセット信号:

* 図面操作がまだ実行中の場合は、中止されます。
* すべてのGPU内部変数が初期値に設定されます。これには、すべてのテクスチャ内のすべての領域の設定変数が含まれます。
* コントロールポートの書き込み動作で説明されているように、内部変数の変更に関連付けられた追加の効果はすぐに適用されます。
* 描画バッファ内のすべてのピクセルが黒(R=0、G=0、B=0)に設定されます。

#### フレーム信号:

* 図面操作がまだ実行中の場合は、中止されます。
* GPUは、セクション11で説明するように、新しいビデオフレームの出力を生成します。
* 「Remaining pixels」内部変数は、初期値にリセットされます。

#### サイクル信号:

* GPUは、特定の実装の詳細で必要とされない限り、この信号に反応する必要はありません。

GPUは、制御信号に反応するだけでなく、コンソールレベルのイベントに応答して次の処理を実行する必要があります。

#### 新しいカートリッジが接続されたとき:

* GPUは、BIOSおよびカートリッジ(存在する場合)に含まれるイメージを検出します。
* GPUは、セクション3で説明した接続プロセスを実行して、各イメージにテクスチャスロットを割り当て、そのピクセル情報にアクセスします。
* 変数「Selected texture」の上限は、最後に使用されたテクスチャスロットIDに調整されます。

(パート4の終わり)